Q1) Binary Search Implementation:

#include <iostream.h>

#include <conio.h>

class BinarySearch {

    int arr[100], size, comparisons;

public:

    BinarySearch() {

        comparisons = 0;

        size = 0;

    }

    void input() {

        cout << "Enter the number of elements: ";

        cin >> size;

        cout << "Enter " << size << " sorted elements:\n";

        for (int i = 0; i < size; i++) {

            cin >> arr[i];

        }

    }

    void iterativeSearch() {

        int key;

        comparisons = 0;

        cout << "\nEnter element to search (Iterative): ";

        cin >> key;

        int low = 0, high = size - 1, mid, index = -1;

        while (low <= high) {

            comparisons++;

            mid = (low + high) / 2;

            if (arr[mid] == key) {

                index = mid;

                break;

            } else if (arr[mid] < key) {

                low = mid + 1;

            } else {

                high = mid - 1;

            }

        }

        if (index == -1)

            cout << "Element not found.\n";

        else

            cout << "Element found at index: " << index << "\n";

        cout << "Comparisons made: " << comparisons << "\n";

    }

    void recursiveSearchWrapper() {

        int key;

        comparisons = 0;

        cout << "\nEnter element to search (Recursive): ";

        cin >> key;

        int index = recursiveSearch(key, 0, size - 1);

        if (index == -1)

            cout << "Element not found.\n";

        else

            cout << "Element found at index: " << index << "\n";

        cout << "Comparisons made: " << comparisons << "\n";

    }

    int recursiveSearch(int key, int low, int high) {

        if (low > high)

            return -1;

        comparisons++;

        int mid = (low + high) / 2;

        if (arr[mid] == key)

            return mid;

        else if (arr[mid] < key)

            return recursiveSearch(key, mid + 1, high);

        else

            return recursiveSearch(key, low, mid - 1);

    }

    void run() {

        input();

        iterativeSearch();

        recursiveSearchWrapper();

    }

};

void main() {

    clrscr();

    cout << "Shiv Arora"<< endl;

    BinarySearch bs;

    bs.run();

    getch();

}

OUTPUT:
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Q2) Quick Sort Implementation:

#include <iostream.h>

#include <conio.h>

class QuickSort {

    int arr[100], n;

    int cmpFirst, swpFirst;

    int cmpMid, swpMid;

    int cmpLast, swpLast;

public:

    void input() {

        cout << "Enter number of elements: ";

        cin >> n;

        cout << "Enter " << n << " elements:\n";

        for (int i = 0; i < n; i++) {

            cin >> arr[i];

        }

    }

    void displayArray(int a[]) {

        for (int i = 0; i < n; i++) {

            cout << a[i] << " ";

        }

        cout << "\n";

    }

    void copyArray(int src[], int dest[]) {

        for (int i = 0; i < n; i++) {

            dest[i] = src[i];

        }

    }

    void quickSortFirst(int a[], int low, int high) {

        if (low < high) {

            int p = partitionFirst(a, low, high);

            quickSortFirst(a, low, p - 1);

            quickSortFirst(a, p + 1, high);

        }

    }

    int partitionFirst(int a[], int low, int high) {

        int pivot = a[low];

        int i = low + 1;

        int j = high;

        while (i <= j) {

            while (i <= high && a[i] <= pivot) {

                cmpFirst++;

                i++;

            }

            while (j >= low && a[j] > pivot) {

                cmpFirst++;

                j--;

            }

            if (i < j) {

                int temp = a[i];

                a[i] = a[j];

                a[j] = temp;

                swpFirst++;

            }

        }

        int temp = a[low];

        a[low] = a[j];

        a[j] = temp;

        swpFirst++;

        return j;

    }

    void quickSortMiddle(int a[], int low, int high) {

        if (low < high) {

            int p = partitionMiddle(a, low, high);

            quickSortMiddle(a, low, p - 1);

            quickSortMiddle(a, p + 1, high);

        }

    }

    int partitionMiddle(int a[], int low, int high) {

        int mid = (low + high) / 2;

        int temp = a[low];

        a[low] = a[mid];

        a[mid] = temp;

        swpMid++;

        int pivot = a[low];

        int i = low + 1;

        int j = high;

        while (i <= j) {

            while (i <= high && a[i] <= pivot) {

                cmpMid++;

                i++;

            }

            while (j >= low && a[j] > pivot) {

                cmpMid++;

                j--;

            }

            if (i < j) {

                temp = a[i];

                a[i] = a[j];

                a[j] = temp;

                swpMid++;

            }

        }

        temp = a[low];

        a[low] = a[j];

        a[j] = temp;

        swpMid++;

        return j;

    }

    void quickSortLast(int a[], int low, int high) {

        if (low < high) {

            int p = partitionLast(a, low, high);

            quickSortLast(a, low, p - 1);

            quickSortLast(a, p + 1, high);

        }

    }

    int partitionLast(int a[], int low, int high) {

        int temp = a[low];

        a[low] = a[high];

        a[high] = temp;

        swpLast++;

        int pivot = a[low];

        int i = low + 1;

        int j = high;

        while (i <= j) {

            while (i <= high && a[i] <= pivot) {

                cmpLast++;

                i++;

            }

            while (j >= low && a[j] > pivot) {

                cmpLast++;

                j--;

            }

            if (i < j) {

                temp = a[i];

                a[i] = a[j];

                a[j] = temp;

                swpLast++;

            }

        }

        temp = a[low];

        a[low] = a[j];

        a[j] = temp;

        swpLast++;

        return j;

    }

    void sortAndDisplayAll() {

        int tempArr[100];

*// First Element Pivot*

        cmpFirst = swpFirst = 0;

        copyArray(arr, tempArr);

        quickSortFirst(tempArr, 0, n - 1);

        cout << "\nSorted Array using First Element as Pivot:\n";

        displayArray(tempArr);

        cout << "Comparisons: " << cmpFirst << ", Swaps: " << swpFirst << "\n";

*// Middle Element Pivot*

        cmpMid = swpMid = 0;

        copyArray(arr, tempArr);

        quickSortMiddle(tempArr, 0, n - 1);

        cout << "\nSorted Array using Middle Element as Pivot:\n";

        displayArray(tempArr);

        cout << "Comparisons: " << cmpMid << ", Swaps: " << swpMid << "\n";

*// Last Element Pivot*

        cmpLast = swpLast = 0;

        copyArray(arr, tempArr);

        quickSortLast(tempArr, 0, n - 1);

        cout << "\nSorted Array using Last Element as Pivot:\n";

        displayArray(tempArr);

        cout << "Comparisons: " << cmpLast << ", Swaps: " << swpLast << "\n";

    }

};

void main() {

    clrscr();

    cout << "Shiv Arora"<< endl;

    QuickSort qs;

    qs.input();

    qs.sortAndDisplayAll();

    getch();

}

OUTPUT:

![](data:image/png;base64,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)

Q3) Strassen’s matrix multiplication:

#include <iostream.h>

#include <conio.h>

#define MAX 32 *// Maximum matrix size*

class Strassen {

    int A[MAX][MAX], B[MAX][MAX], C[MAX][MAX];

    int n;

public:

    void run() {

        cout << "Enter matrix size (2^n, max " << MAX << "): ";

        cin >> n;

        if (n != 1 && n != 2 && n != 4 && n != 8) {

            cout << "Only 2^n sizes (1, 2, 4, 8, 16, 32) allowed.\n";

            return;

        }

        cout << "Enter elements of Matrix A:\n";

        for (int i = 0; i < n; i++)

            for (int j = 0; j < n; j++)

                cin >> A[i][j];

        cout << "Enter elements of Matrix B:\n";

    for (int s = 0; s < n; s++)

        for (int t = 0; t < n; t++)

        cin >> B[s][t];

        strassenMultiply(A, B, C, n);

        cout << "\nResultant Matrix C = A \* B:\n";

        display(C, n);

        getch();

    }

    void display(int M[MAX][MAX], int size) {

        for (int i = 0; i < size; i++) {

            for (int j = 0; j < size; j++)

                cout << M[i][j] << " ";

            cout << "\n";

        }

    }

    void add(int A[MAX][MAX], int B[MAX][MAX], int result[MAX][MAX], int size) {

        for (int i = 0; i < size; i++)

            for (int j = 0; j < size; j++)

                result[i][j] = A[i][j] + B[i][j];

    }

    void subtract(int A[MAX][MAX], int B[MAX][MAX], int result[MAX][MAX], int size) {

        for (int i = 0; i < size; i++)

            for (int j = 0; j < size; j++)

                result[i][j] = A[i][j] - B[i][j];

    }

    void strassenMultiply(int A[MAX][MAX], int B[MAX][MAX], int C[MAX][MAX], int size) {

        if (size == 1) {

            C[0][0] = A[0][0] \* B[0][0];

            return;

        }

        int newSize = size / 2;

        int A11[MAX][MAX], A12[MAX][MAX], A21[MAX][MAX], A22[MAX][MAX];

        int B11[MAX][MAX], B12[MAX][MAX], B21[MAX][MAX], B22[MAX][MAX];

        int C11[MAX][MAX], C12[MAX][MAX], C21[MAX][MAX], C22[MAX][MAX];

        int M1[MAX][MAX], M2[MAX][MAX], M3[MAX][MAX], M4[MAX][MAX];

        int M5[MAX][MAX], M6[MAX][MAX], M7[MAX][MAX];

        int T1[MAX][MAX], T2[MAX][MAX];

        for (int i = 0; i < newSize; i++) {

            for (int j = 0; j < newSize; j++) {

                A11[i][j] = A[i][j];

                A12[i][j] = A[i][j + newSize];

                A21[i][j] = A[i + newSize][j];

                A22[i][j] = A[i + newSize][j + newSize];

                B11[i][j] = B[i][j];

                B12[i][j] = B[i][j + newSize];

                B21[i][j] = B[i + newSize][j];

                B22[i][j] = B[i + newSize][j + newSize];

            }

        }

        add(A11, A22, T1, newSize);

        add(B11, B22, T2, newSize);

        strassenMultiply(T1, T2, M1, newSize);

        add(A21, A22, T1, newSize);

        strassenMultiply(T1, B11, M2, newSize);

        subtract(B12, B22, T1, newSize);

        strassenMultiply(A11, T1, M3, newSize);

        subtract(B21, B11, T1, newSize);

        strassenMultiply(A22, T1, M4, newSize);

        add(A11, A12, T1, newSize);

        strassenMultiply(T1, B22, M5, newSize);

        subtract(A21, A11, T1, newSize);

        add(B11, B12, T2, newSize);

        strassenMultiply(T1, T2, M6, newSize);

        subtract(A12, A22, T1, newSize);

        add(B21, B22, T2, newSize);

        strassenMultiply(T1, T2, M7, newSize);

        add(M1, M4, T1, newSize);

        subtract(T1, M5, T2, newSize);

        add(T2, M7, C11, newSize);

        add(M3, M5, C12, newSize);

        add(M2, M4, C21, newSize);

        subtract(M1, M2, T1, newSize);

        add(T1, M3, T2, newSize);

        add(T2, M6, C22, newSize);

    for (int q = 0; q < newSize; q++) {

        for (int j = 0; j < newSize; j++) {

        C[q][j] = C11[q][j];

        C[q][j + newSize] = C12[q][j];

        C[q + newSize][j] = C21[q][j];

        C[q + newSize][j + newSize] = C22[q][j];

        }

        }

    }

};

void main() {

    clrscr();

    cout << "Shiv Arora"<< endl;

    Strassen s;

    s.run();

    getch();

}

OUTPUT:

![](data:image/png;base64,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)

Q4) Greedy Method Algorithm:

#include <iostream.h>

#include <conio.h>

#define MAX 20

#define INF 9999

class MST {

private:

    int V, E;

    int adj[MAX][MAX]; *// For Prim*

    int edges[MAX][3]; *// For Kruskal: u, v, weight*

public:

    MST() {

        for (int i = 0; i < MAX; i++)

            for (int j = 0; j < MAX; j++)

                adj[i][j] = INF;

    }

    void readGraph() {

        cout << "Enter number of vertices and edges: ";

        cin >> V >> E;

        cout << "Enter edges (u v weight):\n";

        for (int i = 0; i < E; i++) {

            int u, v, w;

            cin >> u >> v >> w;

            edges[i][0] = u;

            edges[i][1] = v;

            edges[i][2] = w;

            adj[u][v] = w;

            adj[v][u] = w;

        }

    }

    void kruskalMST() {

        int parent[MAX];

        int i, j, u, v;

        int count = 0, total = 0;

        for (i = 0; i < V; i++)

            parent[i] = i;

*// Simple Bubble Sort by weight*

        for (i = 0; i < E - 1; i++) {

            for (j = 0; j < E - i - 1; j++) {

                if (edges[j][2] > edges[j + 1][2]) {

                    int temp0 = edges[j][0];

                    int temp1 = edges[j][1];

                    int temp2 = edges[j][2];

                    edges[j][0] = edges[j + 1][0];

                    edges[j][1] = edges[j + 1][1];

                    edges[j][2] = edges[j + 1][2];

                    edges[j + 1][0] = temp0;

                    edges[j + 1][1] = temp1;

                    edges[j + 1][2] = temp2;

                }

            }

        }

        cout << "\nKruskal's MST:\n";

        for (i = 0; i < E && count < V - 1; i++) {

            u = find(parent, edges[i][0]);

            v = find(parent, edges[i][1]);

            if (u != v) {

                cout << edges[i][0] << " - " << edges[i][1] << " : " << edges[i][2] << "\n";

                total += edges[i][2];

                unionSet(parent, u, v);

                count++;

            }

        }

        cout << "Total weight: " << total << "\n";

    }

    void primMST() {

        int visited[MAX] = {0};

        int min, u = 0, v = 0, total = 0;

        int count = 0;

        visited[0] = 1;

        cout << "\nPrim's MST:\n";

        while (count < V - 1) {

            min = INF;

            for (int i = 0; i < V; i++) {

                if (visited[i]) {

                    for (int j = 0; j < V; j++) {

                        if (!visited[j] && adj[i][j] < min) {

                            min = adj[i][j];

                            u = i;

                            v = j;

                        }

                    }

                }

            }

            cout << u << " - " << v << " : " << adj[u][v] << "\n";

            visited[v] = 1;

            total += adj[u][v];

            count++;

        }

        cout << "Total weight: " << total << "\n";

    }

    int find(int parent[], int i) {

        while (parent[i] != i)

            i = parent[i];

        return i;

    }

    void unionSet(int parent[], int u, int v) {

        parent[u] = v;

    }

};

void main() {

    clrscr();

    cout << "Shiv Arora"<< endl;

    MST mst;

    mst.readGraph();

    int choice;

    cout << "\nChoose MST Algorithm:\n1. Kruskal\n2. Prim\nEnter choice: ";

    cin >> choice;

    if (choice == 1)

        mst.kruskalMST();

    else if (choice == 2)

        mst.primMST();

    else

        cout << "Invalid choice";

    getch();

}

OUTPUT:
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Q5) Knapsack Problem:

#include <iostream.h>

#include <conio.h>

#define MAX 100

class Knapsack {

    float weights[MAX], values[MAX], ratio[MAX];

    int n;

    float capacity;

public:

    void run() {

        cout << "Enter number of items (max " << MAX << "): ";

        cin >> n;

        cout << "Enter weights of items:\n";

        for (int i = 0; i < n; i++)

            cin >> weights[i];

    cout << "Enter values of items:\n";

    for (int j = 0; j < n; j++)

        cin >> values[j];

    cout << "Enter capacity of knapsack: ";

    cin >> capacity;

    for (int k = 0; k < n; k++)

        ratio[k] = values[k] / weights[k];

        sortItems();

        float maxValue = fillKnapsack();

        cout << "\nMaximum value in knapsack = " << maxValue;

    }

    void sortItems() {

        for (int i = 0; i < n - 1; i++) {

            for (int j = i + 1; j < n; j++) {

                if (ratio[i] < ratio[j]) {

                    float temp;

                    temp = ratio[i];

                    ratio[i] = ratio[j];

                    ratio[j] = temp;

                    temp = weights[i];

                    weights[i] = weights[j];

                    weights[j] = temp;

                    temp = values[i];

                    values[i] = values[j];

                    values[j] = temp;

                }

            }

        }

    }

    float fillKnapsack() {

        float totalValue = 0.0;

        float currWeight = 0.0;

        for (int i = 0; i < n; i++) {

            if (currWeight + weights[i] <= capacity) {

                currWeight += weights[i];

                totalValue += values[i];

            } else {

                float remain = capacity - currWeight;

                totalValue += ratio[i] \* remain;

                break;

            }

        }

        return totalValue;

    }

};

void main() {

    clrscr();

    cout << "Shiv Arora"<< endl;

    Knapsack k;

    k.run();

    getch();

}
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